**Hello World RESTful Web Service**

package com.cognizant.springlearn.controller;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class HelloController {

private static final Logger LOGGER = LoggerFactory.getLogger(HelloController.class);

@GetMapping("/hello")

public String sayHello() {

LOGGER.info("START sayHello()");

String message = "Hello World!!";

LOGGER.info("END sayHello()");

return message;

}

}
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**REST - Country Web Service**

package com.cognizant.springlearn.model;

public class Country {

private String code;

private String name;

// Default constructor is required for Spring and Jackson

public Country() {}

public Country(String code, String name) {

this.code = code;

this.name = name;

}

public String getCode() {

return code;

}

public void setCode(String code) {

this.code = code;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

https://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="country" class="com.cognizant.springlearn.model.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

</beans>

package com.cognizant.springlearn.controller;

import com.cognizant.springlearn.model.Country;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RestController;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@RequestMapping("/country")

public Country getCountryIndia() {

LOGGER.info("START getCountryIndia()");

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

Country country = context.getBean("country", Country.class);

LOGGER.info("END getCountryIndia()");

return country;

}

}

![](data:image/png;base64,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)

**REST - Get country based on country code**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

https://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="countryList" class="java.util.ArrayList">

<constructor-arg>

<list>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="US"/>

<property name="name" value="United States"/>

</bean>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="CN"/>

<property name="name" value="China"/>

</bean>

</list>

</constructor-arg>

</bean>

</beans>

// com.cognizant.springlearn.model.Country.java

public class Country {

private String code;

private String name;

// getters, setters, constructors

}

package com.cognizant.springlearn.service;

import com.cognizant.springlearn.model.Country;

import org.springframework.stereotype.Service;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import java.util.List;

@Service

public class CountryService {

public Country getCountry(String code) {

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

List<Country> countries = context.getBean("countryList", List.class);

return countries.stream()

.filter(c -> c.getCode().equalsIgnoreCase(code))

.findFirst()

.orElse(null); // you can throw exception instead

}

}

package com.cognizant.springlearn.controller;

import com.cognizant.springlearn.model.Country;

import com.cognizant.springlearn.service.CountryService;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@Autowired

private CountryService countryService;

@GetMapping("/countries/{code}")

public Country getCountry(@PathVariable String code) {

LOGGER.info("START getCountry()");

Country country = countryService.getCountry(code);

LOGGER.info("END getCountry()");

return country;

}

}
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